Functions – Quick Notes

Concept
Functions are also called methods, subprograms, procedures, routines, or subroutines in various languages and depending on purpose.

No matter what name you use, functions group together some code and organize it so it can be used from multiple places in your program and possibly by other’s programs. When you use a function (“call” the function) you can give it information to work on and it can optionally return some value to you (“return value”).

One reason to define functions is to take code that will be used multiple times and write it just once, even if there are differences in what you need it to do each time. Functions can make code easier to read and understand.

Terms to learn and use carefully:

Function name: an identifier used to refer to the function, usually a verb or verb phrase, e.g. `singHappyBirthday`

Formal parameter: an identifier (and type) used in the function to get information passed in from the calling program. A function can have zero or more formal parameters. Parameters may also be called arguments or input parameters; they are defined similarly to variables with a type and a name, e.g. `String name`

Argument value: the information which the calling program passes to the function in one of the formal parameters. Values must be in the same order as in the function declaration. Arguments can be any expression but must match the type of the formal parameter, e.g. `"William" + " " + "Honig"`

Return value: The information sent back to the caller as the value of the function. Some functions are defined to give return values, some are defined without return values (void). Even if the function returns a value the calling program can ignore it. The type of the return value (or void) is given in the definition e.g. `String`

Declaration of an Function
The declaration tells the compiler the name of the function, the name and type of each of its formal parameters, and the type of its return value if it has one. The declaration begins with the function’s “signature” and then the “body” which includes the code of the function. The body can refer to any of the formal parameters by name but is not required to use them and can ignore one or all of its parameters. The body can include one or more return statements which, when executed, will end the function and return to the calling program (possibly with a return value). If execution of the function reaches the end of the body without encountering any return, a return is assumed (in this case no value can be returned).
public static String singHappyBirthday(String name, int age){
    String song;
    //To Do: set up the song
    return song;
}

Calling a Function
A function is called by writing its name followed by (). Inside the parentheses are zero or more argument value expressions. Generally, the number and type of these expressions must match the number and types of the formal parameters in the function declaration.

If the function returns a value it becomes the value of the function call and expression evaluation continues. A function call acts similarly to any variable name in an expression except instead of simply accessing the current value of the variable, the function is called, inputs are passed to the function’s code, and the return value is calculated at run time and returned.

... singHappyBirthday( "William" + " " + "Honig ", 21) ...
Want to know more?

Call by Value and Call By Reference explained

Variable number of formal parameters (although passing and returning a collection is often better style)
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